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Wstępna dokumentacja projektu

**I. Funkcjonalność:**

Wymagania funkcjonalne:

Program będzie generował pliki klas Javowych dla istniejącego opisu struktur danych zapisanego w schemacie AVRO w notacji JSON realizując następujące funkcje:

* czytanie pliku wejściowego znak po znaku,
* tworzenie tokenów zgodnych z notacją Json,
* sprawdzenie poprawności semantycznej pliku

(z uwzględnieniem reguł Json i Avro),

* budowanie drzewa obiektów typu JsonNode,
* generowanie pliku wyjściowego – klasy Java.

Wymagania niefunkcjonalne:

Tekst pliku wejściowego powinien być kodowany za pomocą UTF-8.

**II. Sposób uruchomienia, wejścia/wyjścia:**

Rozwiązaniem zadania będzie program z interfejsem wiersza poleceń napisany w języku Java. Po uruchomieniu mamy wybór scenariusza: główna funkcjonalność programu, testy modułowe lub testy całościowe. Podstawowa funkcjonalność programu przyjmuje na wejściu jeden plik tekstowy w notacji JSON, zaś na wyjściu zwraca wygenerowany plik zawierający opis klasy w języku Java.

**III. Gramatyka notacji JSON:**

Notacja JSON jest prostym formatem wymiany danych.

* **Typy proste:**

|  |  |
| --- | --- |
| **Nazwa** | **Wartość** |
| LEFT\_BRACE | { |
| RIGHT\_BRACE | } |
| LEFT\_BRACKET | [ |
| RIGHT\_BRACKET | ] |
| COLON | : |
| COMMA | , |
| STRING | ”chars” |
| NUMBER | 0 | [1-9][0-9]\*(.[0-9]+) |
| LITERAL | true | false | null |

* **Typy złożone:**

JSON powstał w oparciu o dwie struktury: obiekty oraz tablice.

Obiekt jest nieuporządkowanym zbiorem par nazwa/wartość. Opis obiektu rozpoczyna **{** (lewa klamra) a kończy **}** (prawa klamra). Po każdej nazwie następuje **:** (dwukropek) oraz pary nazwa/wartość, oddzielone **,** (przecinkiem).

Tablica jest uporządkowanym zbiorem wartości. Opis tabeli rozpoczyna znak **[** (lewy nawias kwadratowy) a kończy znak **]** (prawy nawias kwadratowy). Poszczególne wartości rozdzielane są znakiem **,** (przecinek).

* **Składnia:**

**object:**

{ }

{ members }

**members:**

pair

pair, members

**pair:**

string : value

**array:**

[ ]

[ elements ]

**elements:**

value

value, elements

Wartość to łańcuch znakowy, którego początek i koniec oznacza podwójny cudzysłów, lub liczba, lub wartość **true** (prawda) lub **false** (fałsz) lub **null**. Wartością może być również obiekt lub tabela. Struktury te można zagnieżdżać.

**value:**

string

number

object

array

„true”

„false”

„null”

Łańcuch znakowy jest zbiorem zera lub większej ilości znaków Unicode, opakowanym w podwójne cudzysłowy. Pojedynczy znak jest reprezentowany jako łańcuch jednoznakowy. Łańcuch znakowy JSON jest podobny do łańcucha znakowego Java.

Liczby zapisywane w formacie JSON są bardzo podobne do liczb w języku Java, poza tym wyjątkiem, że nie używa się formatów ósemkowych i szesnastkowych.

**string:**

„ ”

„ chars ”

**chars:**

char

char chars

**char:**

any Unicode character except **"** or **\** or control character

Wolne miejsce (spacje, znaki tabulatora, itp.) można wstawić między dowolną parę składowych. Poza kilkoma detalami dotyczącymi kodowania, na tym kończy się opis języka JSON.

**IV. Gramatyka schematu AVRO:**

Schemat AVRO powstał w oparciu o notację JSON.

Dla typów prostych zachodzi następujące mapowanie wartości:

|  |  |  |
| --- | --- | --- |
| **AVRO type** | **JSON type** | **Przykład** |
| null | null | null |
| boolean | boolean | true |
| int,long | integer | 1 |
| float,double | number | 1.1 |
| bytes | string | "\u00FF" |
| string | string | "foo" |
| record | object | {"a": 1} |
| enum | string | "FOO" |
| array | array | [1] |
| map | object | {"a": 1} |
| fixed | string | "\u00ff" |

* **Typy proste:**

|  |  |
| --- | --- |
| **Nazwa** | **Wartość** |
| null | no value |
| boolean | a binary value |
| int | 32-bit signed integer |
| long | 64-bit signed integer |
| float | single precision (32-bit) IEEE 754 floating-point number |
| double | double precision (64-bit) IEEE 754 floating-point number |
| bytes | sequence of 8-bit unsigned bytes |
| string | unicode character sequence |

* **Typy złożone:**

Schemat AVRO wspiera sześć typów złożonych: record, enum, array, map, union oraz fixed.

* **Składnia:**

Definicje typów złożonych prezentują się w następujący sposób:

**enum:**

{

"type": "enum",

"name": "Suit",

"symbols" : ["SPADES", "HEARTS", "DIAMONDS", "CLUBS"]

}

**array:**

{

"type": "array",

"items": "string"

}

**map:**

{

"type": "map",

"values": "long"

}

**union:**

{

"type": "array",

"items": ["null", "string"]

}

**fixed:**

{

"type": "fixed",

"size": 16,

"name": "md5"

}

**V. Mapowanie obiektów:**

* Typy proste:

|  |  |
| --- | --- |
| **Schemat AVRO:** | **Klasa JAVA:** |
| {      **"name"**:"name",    **"type"**:"string" } | private String name;  public String getName() {  return name; }  public void setName(String name) {  this.name = name; } |

* Typy złożone:

|  |  |
| --- | --- |
| **Schemat AVRO:** | **Klasa JAVA:** |
| {      **"name"**:"array",    **"type"**:"string",    **"items"**:"string" } | private String[]ingredients;  public String[] getIngredients() {  return ingredients; }  public void setIngredients(String[] ingredients) {  this.ingredients = ingredients;  } |
| {      **"type"**:"record",    **"name"**:"Ingredient",    **"fields"**:[         {            **"name"**:"name",          **"type"**:"string"       },       {            **"name"**:"sugar",          **"type"**:"double"       },       {            **"name"**:"fat",          **"type"**:"double"       }    ] } | class Ingredient {  private String name;  private double sugar;  private double fat;  public Ingredient() {}  public Ingredient(String name, double sugar, double fat) {  this.name = name;  this.sugar = sugar;  this.fat = fat;  }  public String getName() {  return name;  }  public void setName(String name) {  this.name = name;  }  public double getSugar() {  return sugar;  }  public void setSugar(double sugar) {  this.sugar = sugar;  }  public double getFat() {  return fat;  }  public void setFat(double fat) {  this.fat = fat;  }  } |

**VI. Wykorzystywane struktury:**

enum TokenType {

LEFT\_BRACE,

RIGHT\_BRACE,

LEFT\_BRACKET,

RIGHT\_BRACKET,

COMMA,

COLON,

STRING,

NUMBER,

LITERAL,

ERROR,

EOF

}

class Token

{

private int row;

private int column;

private int hashValue;

private String tokenValue;

private TokenType tokenType;

}

enum NodeType

{

ROOT,

OBJECT,

ARRAY,

PAIR,

NAME,

VALUE,

ERROR,

EOF

}

class Node

{

string name;

string value;

Node parent;

Node firstChild;

Node nextSibling;

NodeType nodeType;

}

**VII. Moduły:**

1. Analizator leksykalny:
   * pobiera po kolei znaki z pliku tekstowego tworząc z nich token zgodny z gramatyką i zwraca go jako wynik przekazany do parsera.
2. Analizator składniowy wraz z akcjami semantycznymi:
   * porozumiewa się z analizatorem leksykalnym, który przesyła kolejne tokeny. Na ich podstawie tworzy drzewa składające się z obiektów JsonNode.
   * sprawdza poprawność występujących pól z warunkami schematu AVRO: słowa kluczowe, typy prymitywne i złożone.
3. Generator pliku wyjściowego:
   * przekształca powstałą strukturę na plik tekstowy zawierający opis klasy w języku Java.

**VIII. Drzewo dokumentu:**

![https://docs.marklogic.com/media/apidoc/8.0/guide/app-dev/json/json-1.gif](data:image/gif;base64,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)

**IX. Obsługa sytuacji wyjątkowych:**

Błędy w pliku wejściowym powodują wyświetlenie komunikatu o błędzie i przerwanie działania programu. W komunikacie o błędzie wypisuje jaki niepoprawny token otrzymaliśmy oraz miejsce w pliku (numer wiersza i numer kolumny). Przewidywane przypadki:

* InvalidFileException – błąd obsługi pliku,
* InvalidTokenException – konstrukcje niepoprawne leksykalnie,
* UnexpectedTokenException – konstrukcje niepoprawne semantycznie,
* InvalidAvroException – konstrukcje niespełniające warunków schematu AVRO,

**X. Przykładowy plik:**

* **Schemat AVRO w notacji JSON:**

{

"type": "record",

"name": "Movie",

"namespace": "org.kitesdk.examples.data",

"fields": [

{

"name": "id",

"type": "int"

},

{

"name": "title",

"type": "string"

},

{

"name": "releaseDate",

"type": "string"

},

{

"name": "imdbUrl",

"type": "string"

}

]

}

* **Klasa w języku Java:**

package org.kitesdk.examples.data;

public class Movie {

private int id;

private String title;

private String releaseDate;

private String imdbUrl;

public Movie() {}

public Movie(int id, String title, String releaseDate, String imdbUrl) {

this.id = id;

this.title = title;

this.releaseDate = releaseDate;

this.imdbUrl = imdbUrl;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getTitle() {

return title;

}

public void setTitle(String title) {

this.title = title;

}

public String getReleaseDate() {

return releaseDate;

}

public void setReleaseDate(String releaseDate) {

this.releaseDate = releaseDate;

}

public String getImdbUrl() {

return imdbUrl;

}

public void setImdbUrl(String imdbUrl) {

this.imdbUrl = imdbUrl;

}

}

**XI. Literatura:**

<http://www.ietf.org/rfc/rfc4627.txt> - opis notacji JSON.

<https://avro.apache.org/docs/current/spec.html> - opis schematu AVRO.